Spectrogram Analysis and Applications

# Overview

The frequency characteristics of nonstationary signals vary as a function of time. This requires Fourier analysis of these signals to be localized and time-dependent, resulting in analysis methods known as time-frequency distributions. One elementary time-frequency distribution based on the FFT is the short-time Fourier Transform (STFT). The STFT applied to speech is often called a *speech spectrogram*. Spectrograms are well suited to analyze speech signals with their time-varying narrowband features.

In this project, you will:

* Calculate spectrograms of frequency modulated signals.
* Construct narrowband and wideband spectrograms of speech signals.
* Estimate a speech signal from a modified STFT.
* Modify the time scale of a speech signal.

The project zip file contains the audio files and MATLAB functions which you will need for this project. To access the zip file, click on the link below where you found this file on the web site.

## Spectrogram Definition

The spectrogram of a signal *x[n]* is defined as:
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where *ω[n]* is the window used. The window will determine what portion of the signal is used for analysis and controls the frequency resolution of the spectrogram. The parameter *n* denotes the reference position of the window on the signal. Let the window be of length *Nwin* and nonzero only in the interval *0 ≤ k ≤ (Nwin - 1)*. The above equation reduces to:
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# Computing Spectrograms in MATLAB

It is easy to construct spectrograms in Matlab since the STFT involves only windowing and the FFT. This project will require extensive use of the Matlab function spectrogram. It is suggested you take some time to fully understand the details of the spectrogram function. This can be done by typing help spectrogram at the Matlab prompt. For a more graphical presentation of the help (including figures) try doc spectrogram. A few important points about the spectrogram function for this project:

* Note that if the spectrogram is defined as it is in the previous section, the first column of the spectrogram generated by matlab is really ![](data:image/x-wmf;base64,183GmgAAAAAAACAGIAIBCQAAAAAQWgEACQAAA0oBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAIgBhIAAAAmBg8AGgD/////AAAQAAAAwP///7X////gBQAA1QEAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wLA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AiKnzd5Gp83cgMPV3nRRmlQQAAAAtAQAACAAAADIKQAFxBQEAAAApeQgAAAAyCkABIgQBAAAAKHkIAAAAMgpAAdwDAQAAACB5CAAAADIKQAE7AAEAAABYeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCIqfN3kanzdyAw9XedFGaVBAAAAC0BAQAEAAAA8AEAAAgAAAAyCpABWAMBAAAAMXkIAAAAMgqQAR0DAQAAAC15CAAAADIKkAFPAQEAAABOeRwAAAD7AmD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCIqfN3kanzdyAw9XedFGaVBAAAAC0BAAAEAAAA8AEBAAkAAAAyCsgBBAIDAAAAd2luZRwAAAD7AsD+AAAAAAAAkAEBAAACBAIAEFN5bWJvbAAA1hUKVEDxEwCIqfN3kanzdyAw9XedFGaVBAAAAC0BAQAEAAAA8AEAAAgAAAAyCkABgQQBAAAAd2kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQCVnRRmlQAACgAhAIoBAAAAAAAAAABc8xMABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==), not *X0(ω)*.
* The spectrogram function with no output arguments will plot the results to the current figure.
* For real signals *x[n]*, the spectrogram function only calculates or plots a portion of the frequency components (from 0 to π) since the remaining are “redundant”. How are they “redundant”?
* It is common in speech processing to use a “short” time window and to plot frequency on the y axis. When you have loaded the speech signals mentioned below, the command spectrogram(s1,hamming(256),’yaxis’) will produce a good example spectrogram plot. Please use the ‘yaxis’ parameter for all your figures.

The MATLAB function diary may be helpful to keep track of commands when you are experimenting. Create separate M-file(s) to be able to rerun and test parts of your code. Do not turn in a log of all the commands you tried, just the source code that was relevant to solve the different parts of the project. In addition to this source code, please turn in the required plots, keeping in mind that you are expected to generate reasonable graphics.

# Frequency-Modulated Signals

1. Spectrograms display frequency variations as a function of time. In this section, we will attempt to develop some intuition about the STFT by analyzing signals with known frequency variations, specifically linear frequency modulated (FM) chirp signals. The mathematical form of a continuous-time linear FM chirp is:
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Generate a discrete-time linear FM chirp signal *x[n]* using a sampling frequency of 5 MHz and letting the chirp rate be μ = 4.0 X 109. Assume that the continuous-time chirp lasts 200 μs. Generate a spectrogram for this signal *Xn(ω)* using 256-point FFT’s, a 256-point triangular window and an overlap of 255 samples between sections. (The MATLAB function triang can be used to construct the triangular window.)

1. Notice the distinct ridge in the time-frequency plot of part (1). Let us attempt to relate this to the functional form of the linear FM chirp signal. If the frequency modulation of *x[n]* is rewritten as ![](data:image/x-wmf;base64,183GmgAAAAAAAOAJ4AEBCQAAAAAQVgEACQAAA+4BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AHgCRIAAAAmBg8AGgD/////AAAQAAAAwP///7X///+gCQAAlQEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wI+/r0AAAAAAJABAAAAAgQCABBTeW1ib2wAAM8UChzQ8BMAiKnzd5Gp83cgMPV3GhBmiAQAAAAtAQAACAAAADIKPwETBQEAAABbeRwAAAD7Aj7+vQAAAAAAkAEAAAACBAIAEFN5bWJvbAAABxYKHNDwEwCIqfN3kanzdyAw9XcaEGaIBAAAAC0BAQAEAAAA8AEAAAgAAAAyCj8BTwkBAAAAXXkcAAAA+wLA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AiKnzd5Gp83cgMPV3GhBmiAQAAAAtAQAABAAAAPABAQAIAAAAMgpAAd4IAQAAAHR5CAAAADIKQAEHCAEAAAB0eQgAAAAyCkABpQYBAAAAZnkIAAAAMgpAAUkBAQAAAHR5CAAAADIKQAFKAAEAAAB4eRwAAAD7AsD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCIqfN3kanzdyAw9XcaEGaIBAAAAC0BAQAEAAAA8AEAAAgAAAAyCkABdQgBAAAAKXkIAAAAMgpAAZ4HAQAAACh5CAAAADIKQAFqBQEAAAAyeQkAAAAyCkABbAMDAAAAY29zZQgAAAAyCkABtwEBAAAAKW8IAAAAMgpAAeAAAQAAAChvHAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAIip83eRqfN3IDD1dxoQZogEAAAALQEAAAQAAADwAQEACAAAADIKkAELBwEAAAAxbxwAAAD7AsD+AAAAAAAAkAEBAAACBAIAEFN5bWJvbAAABxYKHqDxEwCIqfN3kanzdyAw9XcaEGaIBAAAAC0BAQAEAAAA8AEAAAgAAAAyCkAB+wUBAAAAcG8cAAAA+wLA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAM8UCh+g8RMAiKnzd5Gp83cgMPV3GhBmiAQAAAAtAQAABAAAAPABAQAIAAAAMgpAAXECAQAAAD1vCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AiBoQZogAAAoAIQCKAQAAAAABAAAAvPMTAAQAAAAtAQEABAAAAPABAAADAAAAAAA=), one could interpret *f1(t)* as the “instantaneous frequency” of *x(t)*. Another way to construct an “instantaneous frequency” of *x(t)* is the time derivative of the phase: ![](data:image/x-wmf;base64,183GmgAAAAAAAEAKgAMBCQAAAADQVwEACQAAA10CAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgANAChIAAAAmBg8AGgD/////AAAQAAAAwP///6H///8ACgAAIQMAAAsAAAAmBg8ADABNYXRoVHlwZQAAsAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFALQAQkEBQAAABMC0AGnBQUAAAAUAtAB8gUFAAAAEwLQAU8HHAAAAPsCTv69AAAAAACQAQAAAAIEAgAQU3ltYm9sAADYDAox0O8TAIip83eRqfN3IDD1d1cOZvgEAAAALQEBAAgAAAAyCh8CiQgBAAAAKHkcAAAA+wJO/r0AAAAAAJABAAAAAgQCABBTeW1ib2wAAAIPCtfQ7xMAiKnzd5Gp83cgMPV3Vw5m+AQAAAAtAQIABAAAAPABAQAIAAAAMgofAlkJAQAAACl5HAAAAPsCPv69AAAAAACQAQAAAAIEAgAQU3ltYm9sAADYDAoycPATAIip83eRqfN3IDD1d1cOZvgEAAAALQEBAAQAAADwAQIACAAAADIKHwKJBwEAAABbeRwAAAD7Aj7+vQAAAAAAkAEAAAACBAIAEFN5bWJvbAAAAg8K2HDwEwCIqfN3kanzdyAw9XdXDmb4BAAAAC0BAgAEAAAA8AEBAAgAAAAyCh8CrQkBAAAAXXkcAAAA+wLA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AiKnzd5Gp83cgMPV3Vw5m+AQAAAAtAQEABAAAAPABAgAIAAAAMgogAuEIAQAAAHR5CAAAADIKHQMNBgIAAABkcggAAAAyClQBRAYBAAAAZHIIAAAAMgogAtUBAQAAAHRyCAAAADIKIAJ3AAEAAABmchwAAAD7AsD+AAAAAAAAkAEBAAACBAIAEFN5bWJvbAAAAg8K2UDxEwCIqfN3kanzdyAw9XdXDmb4BAAAAC0BAgAEAAAA8AEBAAgAAAAyCiACxwcBAAAAZnIIAAAAMgodA7UEAQAAAHByHAAAAPsCwP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAIip83eRqfN3IDD1d1cOZvgEAAAALQEBAAQAAADwAQIACAAAADIKHQMkBAEAAAAycggAAAAyClQBiAQBAAAAMXIIAAAAMgogAkMCAQAAAClyCAAAADIKIAJsAQEAAAAochwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCIqfN3kanzdyAw9XdXDmb4BAAAAC0BAgAEAAAA8AEBAAgAAAAyCnAC3wABAAAAMnIcAAAA+wLA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAANgMCjVA8RMAiKnzd5Gp83cgMPV3Vw5m+AQAAAAtAQEABAAAAPABAgAIAAAAMgogAgEDAQAAAD1yCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0A+FcOZvgAAAoAIQCKAQAAAAACAAAAXPMTAAQAAAAtAQIABAAAAPABAQADAAAAAAA=)where *x(t) = cos [φ(t)]*. Calculate both of these definitions of “instantaneous frequency” for the signal in part (1) and determine which definition corresponds to the slope of the ridge in the spectrogram.
2. Sketch the spectrogram if the chirp rate was changed to μ = 1.0 X 1010 . Verify your intuition by defining another chirp signal *x2[n]* with this chirp rate and computing its spectrogram. Compare this spectrogram to the one obtained in part (1) and discuss your conclusions.

# Narrowband and Wideband Spectrograms

The window used to compute the STFT determines the frequency resolution of the analysis. In this section, you will examine the effect of the window on the spectrogram of a voiced speech signal. You will need two speech files in the project zip file: s1.mat and s5.mat. Load in these files by typing load sl and load s5 at the Matlab prompt. Assume these speech signals are sampled at 8 kHz. If you wish to listen to these files, the Matlab function soundsc can be used to autoscale and play signals.

The exercises below depend on the frequency structure of human speech. Voiced human speech is produced by buzzing from the vocal cords (glottal excitation) into the resonant frequencies (formants) of the vocal tract. At high frequency resolution, we can see the individual harmonics of the glottal excitation signal at multiples of its pitch frequency. At low frequency resolution, the individual harmonics are blurred, but the emphasis applied by the vocal tract resonances is more obvious in the wide peaks. As the lips, teeth and tongue change the shape of the vocal tract, the resonant frequencies (formants) change the sound to correspond to various recognizable vowel sounds. Thus, the specific formant frequencies determine the vowel sound perceived by the listener.

1. One application of a spectrogram is to estimate the fundamental frequency as a function of time. This estimation can be performed using a narrowband spectrogram which has fine frequency resolution and poor temporal resolution. Determine the proper spectrogram parameters (FFT length, window length and overlap between sections) to construct narrow band spectrograms of s1.mat and s5.mat. Use a triangular window and FFT lengths that are powers of two. Experiment with different parameter values to obtain spectrograms that enable you to estimate and sketch the fundamental frequency of both speech signals as a function of time.
2. Another application of a spectrogram is to estimate the formant frequencies as a function of time. This estimate can be performed using a wideband spectrogram which has fine temporal resolution and poor frequency resolution. Determine the proper spectrogram parameters (FFT length, window length and overlap between sections) to construct wideband spectrograms of s1.mat and s5.mat. Use a triangular window and FFT lengths that are powers of two. Experiment with different parameter values to obtain spectrograms that enable you to estimate and sketch the formant frequencies of both speech signals as a function of time.

# Modified Short-Time Fourier Transforms

1. The STFT of a signal has a lot of redundant information. Note that an arbitrary function Xn(w) may not be a valid STFT. This can be seen by noting that overlappingportions of the input are used to construct *Xn(ω)* for different values of *n*. Taking the inverse DFT of each *Xi(ω)* may not result in the same values of *x[n]* for different values of *i*, therefore an arbitrary function *Xn(ω)* may not be a valid STFT.

There are different methods to estimate a signal from a modified STFT. In this section, you will estimate the signal by determining the signal *y[n]* which produces the smallest error for the following criterion:

![](data:image/x-wmf;base64,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)

Write a Matlab function to implement this estimation from a modified STFT. To simplify the programming, assume that the STFT that you are processing was created with 1024-point FFT’s and a 256-point rectangular window with segments overlapping by 128 points.

One way to approach this problem is to look at how a STFT is constructed with the parameters above. The first column of the STFT is constructed by taking the first segment of the signal in time and computing its FFT. In this case, that would be the 1024 point FFT of the first 256 points zero-padded to length 1024. The second column of the STFT is constructed by taking the next segment of the signal in time and computing its FFT. Since the segments overlap by 128 points, this would mean the 256 points from 128 to 383 are zero-padded to length 1024, and the 1024 point FFT is computed.

Now, if we want to estimate the signal from a modified STFT, we reverse the concepts above. Using the first column of the modified STFT, we can take an IFFT and the first 256 points should correspond to the time signal from 0 to 255. The IFFT of the second column of the modified STFT can be computed and the first 256 points will correspond to the time signal from 128 to 383. And we can repeat this for the remaining columns. Note that there are now two estimates of the time signal from 128 to 255 since the IFFT’s of the first two columns overlap in time. Because of the error criterion we are using (and the rectangular windows), we can just take the average of the estimates at each point. If we continue doing this, note that except for 128 points at the beginning and the end of *y[n]*, there are two estimates at every point in time. This illustrates the redundant information in the STFT.

The only input variable to this function, besides the modified STFT, will be the number of samples of the spectrogram (note: this could also be determined from the modified spectrogram itself). Also assume that the output signal *y[n]* will be real and that modifications to the STFT are made in a manner such that IDFT of each slice of *Xn(k)* will also be real. Even if conjugate symmetry is satisfied, taking the inverse DFT with the Matlab function ifft may result in a nonzero imaginary component due to precision error. In this case, take the real part of the ifft result to eliminate the precision error. Also, note that the MATLAB function spectrogram will only compute *Xn[k]* for 0 ≤ k ≤ 512 since the original sequence was real, so you will have to reconstruct *Xn[k]* for 513 ≤ k ≤ 1024 to be able to compute a 1024-point inverse DFT.

Test this function by using the unmodified spectrogram of the speech signal in vowels.mat as an input to your program and comparing the output to the original signal. Plot the difference between the input and output.

# Changing the Rate of Speech

1. There are many scenarios where changing the rate of speech may be useful. One example is slowing down speech for beginners trying to learn a new language. Simple schemes that temporally interpolate or decimate the speech signal will change the speech rate but also alter characteristics of the speech such as the fundamental frequency and formant frequencies. The altered speech characteristics can make the speech signal unintelligible. Ideally, one would like to be able to modify the rate of speech while preserving the speech characteristics. The STFT can be used to accomplish this. In this section, you will modify a STFT and then use the function that you wrote in the previous section to obtain a speech signal with a different time scale than the original signal, but with the frequency characteristics of the speech preserved.

First, load in the speech signal from vowels.mat and compute the spectrogram using a 256-point rectangular window with an overlap of 128 points per section, 1024-point FFT’s, and assuming a sampling rate of 8 kHz. Then compress the time scale by a factor of 2 by throwing out every other slice in time, and use the function from the previous section to obtain a faster speech signal with the same frequency content. Plot the speech signal before and after time scale modification. Listen to the signals to verify that your processing is working correctly.